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**Verilog Homework #3**

1. **Design module**

module designModule (

input a\_i,

input b\_i,

input c\_i,

output f\_o

);

wire ab\_n; // Wire for (a + b)'

supply1 vdd; // Supply voltage (Vdd)

supply0 gnd; // Ground (Gnd)

// PMOS Transistors (for (a + b)')

pmos P1 (ab\_n, vdd, a\_i); // PMOS pulls ab\_n high when a\_i = 0

pmos P2 (ab\_n, vdd, b\_i); // PMOS pulls ab\_n high when b\_i = 0

// NMOS Transistors (for (a + b)')

nmos N1 (ab\_n, gnd, a\_i); // NMOS pulls ab\_n low when a\_i = 1

nmos N2 (ab\_n, gnd, b\_i); // NMOS pulls ab\_n low when b\_i = 1

// AND operation with c (f = ab\_n AND c)

wire f\_intermediate; // Intermediate signal for AND operation

pmos P3 (f\_intermediate, vdd, ab\_n); // PMOS pulls f\_intermediate high if ab\_n is 0

pmos P4 (f\_o, vdd, c\_i); // PMOS for AND operation with c

nmos N3 (f\_intermediate, gnd, ab\_n); // NMOS pulls f\_intermediate low if ab\_n = 1

nmos N4 (f\_o, gnd, c\_i); // NMOS pulls f\_o low if c\_i = 1

nmos N5 (f\_o, f\_intermediate, gnd); // Ensures final AND result with c

endmodule

**Testbench**

module testbench;

reg a\_r, b\_r, c\_r;

wire f\_w;

// Instantiate the design module

designModule u (

.a\_i(a\_r),

.b\_i(b\_r),

.c\_i(c\_r),

.f\_o(f\_w)

);

initial begin

// Initialize and monitor the values

$monitor("At time %0t, a = %b, b = %b, c = %b -> f = %b", $time, a\_r, b\_r, c\_r, f\_w);

// Test all input combinations

a\_r = 1'b0; b\_r = 1'b0; c\_r = 1'b0; #5;

a\_r = 1'b0; b\_r = 1'b0; c\_r = 1'b1; #5;

a\_r = 1'b0; b\_r = 1'b1; c\_r = 1'b0; #5;

a\_r = 1'b0; b\_r = 1'b1; c\_r = 1'b1; #5;

a\_r = 1'b1; b\_r = 1'b0; c\_r = 1'b0; #5;

a\_r = 1'b1; b\_r = 1'b0; c\_r = 1'b1; #5;

a\_r = 1'b1; b\_r = 1'b1; c\_r = 1'b0; #5;

a\_r = 1'b1; b\_r = 1'b1; c\_r = 1'b1; #5;

// Test with x and z values

a\_r = 1'bx; b\_r = 1'b0; c\_r = 1'b1; #5;

a\_r = 1'bz; b\_r = 1'b1; c\_r = 1'b0; #5;

// Finish the simulation

$finish;

end

endmodule

**Results**

**[2024-10-15 16:44:55 UTC] iverilog '-Wall' '-g2012' design.sv testbench.sv && unbuffer vvp a.out**

**At time 0, a = 0, b = 0, c = 0 -> f = 1**

**At time 5, a = 0, b = 0, c = 1 -> f = 0**

**At time 10, a = 0, b = 1, c = 0 -> f = 1**

**At time 15, a = 0, b = 1, c = 1 -> f = 0**

**At time 20, a = 1, b = 0, c = 0 -> f = 1**

**At time 25, a = 1, b = 0, c = 1 -> f = 0**

**At time 30, a = 1, b = 1, c = 0 -> f = 1**

**At time 35, a = 1, b = 1, c = 1 -> f = 0**

**At time 40, a = x, b = 0, c = 1 -> f = 0**

**At time 45, a = z, b = 1, c = 0 -> f = 1**

**testbench.sv:33: $finish called at 50 (1s)**

**Done**

1. **Design module**

// design.sv

primitive mux2to1 (y, i0, i1, sel);

output y;

input i0, i1, sel;

table

// i0 i1 sel : y

0 0 0 : 0; // If sel = 0, output i0

0 0 1 : 0; // If sel = 1, output i1

0 1 0 : 1; // If sel = 0, output i0

0 1 1 : 1; // If sel = 1, output i1

1 0 0 : 1; // If sel = 0, output i0

1 0 1 : 0; // If sel = 1, output i1

1 1 0 : 1; // If sel = 0, output i0

1 1 1 : 1; // If sel = 1, output i1

? ? 0 : 0; // If sel = 0, output is i0 (don't care)

? ? 1 : 1; // If sel = 1, output is i1 (don't care)

endtable

endprimitive

**Testbench**

module testbench;

reg i0, i1, sel;

wire y;

// Instantiate the mux UDP

mux2to1 my\_mux (y, i0, i1, sel);

initial begin

$monitor("At time %0t, i0 = %b, i1 = %b, sel = %b -> y = %b", $time, i0, i1, sel, y);

// Test cases

i0 = 0; i1 = 0; sel = 0; #5; // Expect y = 0

i0 = 0; i1 = 1; sel = 0; #5; // Expect y = 0

i0 = 0; i1 = 1; sel = 1; #5; // Expect y = 1

i0 = 1; i1 = 0; sel = 0; #5; // Expect y = 1

i0 = 1; i1 = 0; sel = 1; #5; // Expect y = 0

i0 = 1; i1 = 1; sel = 1; #5; // Expect y = 1

i0 = 0; i1 = 1; sel = 1'bx; #5; // Testing X condition

i0 = 1; i1 = 0; sel = 1'bx; #5; // Testing X condition

i0 = 0; i1 = 1; sel = 1'bz; #5; // Testing Z condition

i0 = 1; i1 = 0; sel = 1'bz; #5; // Testing Z condition

$finish;

end

endmodule

**Results**

**[2024-10-15 17:13:48 UTC] iverilog '-Wall' '-g2012' design.sv testbench.sv && unbuffer vvp a.out**

**At time 0, i0 = 0, i1 = 0, sel = 0 -> y = 0**

**At time 5, i0 = 0, i1 = 1, sel = 0 -> y = 0**

**At time 10, i0 = 0, i1 = 1, sel = 1 -> y = 1**

**At time 15, i0 = 1, i1 = 0, sel = 0 -> y = 0**

**At time 20, i0 = 1, i1 = 0, sel = 1 -> y = 0**

**At time 25, i0 = 1, i1 = 1, sel = 1 -> y = 1**

**At time 30, i0 = 0, i1 = 1, sel = x -> y = x**

**At time 35, i0 = 1, i1 = 0, sel = x -> y = x**

**At time 40, i0 = 0, i1 = 1, sel = z -> y = x**

**At time 45, i0 = 1, i1 = 0, sel = z -> y = x**

**testbench.sv:22: $finish called at 50 (1s)**

**Done**

1. **Design module**

`timescale 1ns/1ps

// Define UDP for a 2-to-1 multiplexer

primitive mux2to1 (out, A, B, sel);

input A, B, sel;

output out;

table

// sel A B : out

0 0 ? : 0;

0 1 ? : 1;

1 ? 0 : 0;

1 ? 1 : 1;

endtable

endprimitive

module top\_module(

input A,

input B,

input C,

input D,

output out

);

wire mux1\_out, mux2\_out;

reg sel1, sel2;

// Select lines for multiplexers (2-to-1 muxes)

assign sel1 = 0; // Choosing between A and B

assign sel2 = 1; // Choosing between C and D

// Instantiate two multiplexers

mux2to1 mux1 (mux1\_out, A, B, sel1);

mux2to1 mux2 (mux2\_out, C, D, sel2);

// Final output multiplexer

mux2to1 final\_mux (out, mux1\_out, mux2\_out, sel2); // Using the same sel2 for final selection

endmodule

**Testbench module**

`timescale 1ns/1ps

module tb\_top\_module;

reg A, B, C, D;

wire out;

// Instantiate the top module

top\_module uut (

.A(A),

.B(B),

.C(C),

.D(D),

.out(out)

);

initial begin

$dumpfile("mux\_waveform.vcd");

$dumpvars(0, tb\_top\_module);

$monitor("Time: %0t, A = %b, B = %b, C = %b, D = %b -> out = %b", $time, A, B, C, D, out);

// Apply test inputs

A = 0; B = 0; C = 0; D = 0; #10;

A = 1; B = 0; C = 1; D = 1; #10;

A = 0; B = 1; C = 1; D = 0; #10;

A = 1; B = 1; C = 0; D = 1; #10;

A = 1; B = 1; C = 1; D = 1; #10;

$finish;

end

endmodule

**Results**

[2024-10-17 06:58:13 UTC] iverilog '-Wall' '-g2012' design.sv testbench.sv && unbuffer vvp a.out

VCD info: dumpfile mux\_waveform.vcd opened for output.

Time: 0, A = 0, B = 0, C = 0, D = 0 -> out = 0

Time: 10000, A = 1, B = 0, C = 1, D = 1 -> out = 1

Time: 20000, A = 0, B = 1, C = 1, D = 0 -> out = 1

Time: 30000, A = 1, B = 1, C = 0, D = 1 -> out = 1

Time: 40000, A = 1, B = 1, C = 1, D = 1 -> out = 1

testbench.sv:28: $finish called at 50000 (1ps)

Done

![](data:image/png;base64,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)

Mux1 (Inputs A and B):

Delay from A to mux1: Td = 5

Delay from B to mux1: Td = 5

Total Delay from mux1 output to final output: Td (mux1) = 8

Therefore, the total delay from inputs A or B through mux1 to the final output

Total Delay through mux1: Total Delay from A=5+8=13

Mux2 (Inputs C and D):

Delay from C to mux2: Td = 3

Delay from D to mux2: Td = 3

Total Delay from mux2 output to final output: Td (mux2) = 8

Therefore, the total delay from inputs C or D through mux2 to the final output

Total Delay through mux2: Total Delay from C=3+8=11

Longest Path Calculation

Final Output Delay:

The longest path from the inputs to the output, considering both mux outputs, will be:

From mux1: 13 (from either A or B)

From mux2: 11 (from either C or D)

Therefore, the overall longest path delay is: Longest Path Delay=max⁡(13,11)=13

1. **Issues**

* Improper Output Declaration: The output[1:0] a, r; declaration has a syntax error. Verilog allows scalar (1-bit) outputs in primitives, but you cannot declare a vector like [1:0] in primitives. Primitives only support single-bit outputs.
* Redundant reg Declaration: In primitives, you don't need reg declarations. The output in a primitive behaves like a reg implicitly.
* Invalid inout Declaration: The inout declaration for c is not allowed in Verilog primitives. Primitives only support inputs and outputs, not bidirectional signals.
* Improper Truth Table Format: The truth table has rows that are not properly formatted. Each row must clearly specify the input/output relation. Also, the values in the truth table must follow the allowed characters (0, 1, ?, and - for don't-care conditions).
* Invalid Include Directive: The #include directive (#include “basicPrimitive.v”) is not standard Verilog syntax. Verilog uses include ` (backticks) for including files.
* Misuse of basicPrimitive Instantiation: A primitive cannot instantiate another module or primitive directly. This line at the end of the primitive definition should be removed. Primitives are self-contained and cannot instantiate other modules.

basicPrimitive u0(a, b, c, d, e, f, g, h, i, j, k, l, m, n, o, p, q, r);

**Fixed code**

`include "basicPrimitive.v" // Correct Verilog include syntax

primitive example(r, b, c, d, e, f, g, h, i, j, k, l, m, n, o, p, q);

output r; // Primitives only support scalar outputs (1-bit)

input b, c, d, e, f, g, h, i, j, k, l, m, n, o, p, q;

table

// r : b c d e f g h i j k l m n o p q

0 : 0 ? ? 1 ? 0 ? 1 ? 0 ? 1 ? 0 ? 1; // Output is '0' for these inputs

1 : 1 ? ? 1 ? 0 ? 1 ? 0 ? 1 ? 0 ? 1; // Output is '1' for these inputs

0 : ? ? ? 0 ? 1 ? 0 ? 1 ? 0 ? 1 ? 1; // Another example case

// Add more rows to fully describe the behavior.

endtable

endprimitive

**Explanation**

* **Output is Single-Bit**: The primitive now has a single-bit output r. Primitives cannot have vector outputs like [1:0]. If you need a multi-bit output, you would have to design multiple primitives or use regular Verilog modules.
* **Removed reg Declaration**: The reg[1:0] a, r; declaration has been removed. In Verilog primitives, the output is implicitly treated as a reg, so there is no need for this declaration.
* **Removed inout**: The inout c; has been removed. Primitives in Verilog do not allow bidirectional (inout) ports. You should define c as either an input or output depending on its intended usage.
* **Truth Table Formatting**: The truth table has been properly formatted:

1. Each row of the table corresponds to a unique set of inputs (b, c, d, e, ..., q) and their associated output (r).
2. The ? symbol is used for "don't care" conditions, indicating that the specific input doesn’t affect the output for that condition.
3. Only binary values (0 or 1) are allowed for inputs and outputs in primitives.

* **Removed Instantiation of basicPrimitive**: The instantiation of basicPrimitive u0 has been removed, as a primitive cannot instantiate another module or primitive. Primitives are standalone and cannot instantiate other components.

\*\*Proper Use of include \*\*: The include directive now uses the correct Verilog syntax ( include "basicPrimitive.v" ) to include the external file. Ensure that the basicPrimitive.v file exists and is in the correct location for this to work.

1. **Design module**

primitive DFF\_UDP (Q, D, clk, reset);

output Q;

reg Q;

input D, clk, reset;

table

// D clk reset : Q : Q\_next

? ? 1 : ? : 0; // When reset is 1, Q is set to 0

0 (01) 0 : ? : 0; // On rising edge of clk, if D is 0, Q becomes 0

1 (01) 0 : ? : 1; // On rising edge of clk, if D is 1, Q becomes 1

? (??) 0 : ? : -; // Ignore other clock edges

endtable

endprimitive

module three\_bit\_counter (

input clk, // Clock signal

input reset, // Synchronous reset

output reg [2:0] out // 3-bit output

);

// Synchronous reset with counter logic

always @(posedge clk) begin

if (reset)

out <= 3'b000; // Reset the counter to 000

else

out <= out + 1; // Increment counter on each clock cycle

end

endmodule

**Testbench module**

// Testbench for 3-bit Counter

module tb\_three\_bit\_counter;

reg clk;

reg reset;

wire [2:0] out;

// Instantiate the counter module

three\_bit\_counter uut (

.clk(clk),

.reset(reset),

.out(out)

);

// Clock generation (toggle every 5 time units)

initial begin

clk = 0;

forever #5 clk = ~clk; // Toggle clock every 5 time units

end

// Test sequence

initial begin

// Apply reset, then release after 10 time units

reset = 1; // Apply reset

#10 reset = 0; // Release reset after 10 time units

// Observe the output for 300 time units, then finish

#300 $finish;

end

// Monitor the output

initial begin

$monitor("Time: %0d, Counter Output: %b", $time, out);

end

// Display output on every positive clock edge

always @(posedge clk) begin

$display("At time %0t, Counter Value = %b", $time, out);

end

endmodule

**Results**

**[2024-10-15 17:53:15 UTC] iverilog '-Wall' '-g2012' design.sv testbench.sv && unbuffer vvp a.out**

**Time: 0, Counter Output: xxx**

**At time 5, Counter Value = xxx**

**Time: 5, Counter Output: 000**

**At time 15, Counter Value = 000**

**Time: 15, Counter Output: 001**

**At time 25, Counter Value = 001**

**Time: 25, Counter Output: 010**

**At time 35, Counter Value = 010**

**Time: 35, Counter Output: 011**

**At time 45, Counter Value = 011**

**Time: 45, Counter Output: 100**

**At time 55, Counter Value = 100**

**Time: 55, Counter Output: 101**

**At time 65, Counter Value = 101**

**Time: 65, Counter Output: 110**

**At time 75, Counter Value = 110**

**Time: 75, Counter Output: 111**

**At time 85, Counter Value = 111**

**Time: 85, Counter Output: 000**

**At time 95, Counter Value = 000**

**Time: 95, Counter Output: 001**

**At time 105, Counter Value = 001**

**Time: 105, Counter Output: 010**

**At time 115, Counter Value = 010**

**Time: 115, Counter Output: 011**

**At time 125, Counter Value = 011**

**Time: 125, Counter Output: 100**

**At time 135, Counter Value = 100**

**Time: 135, Counter Output: 101**

**At time 145, Counter Value = 101**

**Time: 145, Counter Output: 110**

**At time 155, Counter Value = 110**

**Time: 155, Counter Output: 111**

**At time 165, Counter Value = 111**

**Time: 165, Counter Output: 000**

**At time 175, Counter Value = 000**

**Time: 175, Counter Output: 001**

**At time 185, Counter Value = 001**

**Time: 185, Counter Output: 010**

**At time 195, Counter Value = 010**

**Time: 195, Counter Output: 011**

**At time 205, Counter Value = 011**

**Time: 205, Counter Output: 100**

**At time 215, Counter Value = 100**

**Time: 215, Counter Output: 101**

**At time 225, Counter Value = 101**

**Time: 225, Counter Output: 110**

**At time 235, Counter Value = 110**

**Time: 235, Counter Output: 111**

**At time 245, Counter Value = 111**

**Time: 245, Counter Output: 000**

**At time 255, Counter Value = 000**

**Time: 255, Counter Output: 001**

**At time 265, Counter Value = 001**

**Time: 265, Counter Output: 010**

**At time 275, Counter Value = 010**

**Time: 275, Counter Output: 011**

**At time 285, Counter Value = 011**

**Time: 285, Counter Output: 100**

**At time 295, Counter Value = 100**

**Time: 295, Counter Output: 101**

**At time 305, Counter Value = 101**

**Time: 305, Counter Output: 110**

**testbench.sv:27: $finish called at 310 (1s)**

**Done**